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Abstract 
 

The Unified Modeling Language (UML) is a general-purpose visual modeling language for specifying 
software-intensive systems. More precisely, it is a graphical language for visualizing, specifying, 
constructing and documenting the artifacts of software-intensive systems. UML is a key enabling 
technology for Software Developers and Software Engineers who seek to transition from traditional, 
human-intensive, code-centric software development processes to Model-Driven Development (MDD) 
processes that are requirements-driven and architecture-centric. However, Due to the lack of skills by 
developers and general purpose nature of UML diagrams, many developers abuse it by drawing diagrams 
that did not match particular activities or scenarios in the software project. This study makes a review of 
how UML is abuse and also makes a simple representation of UML diagrams.   

 

Keywords: Universal modeling language; structure diagrams; behavior diagrams; use case; software 
developer. 

 

1 Introduction 
 
Modern software development extensively uses objects technology in its process from analysis to 
implementation. Objects technology is suited most to the current business environment, where changes are 
continuous and software support is required to handle it effectively. In view of the aforementioned, it 
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becomes necessary for developers to understand Unified Model Diagrams (UML) and its uses in appropriate 
stages in software development process. 
 
UML provides notations and diagrams to model a system in different views. The views and diagrams put 
together accurately represent the real-world scenario. UML supports both static and dynamic modeling. 
Static modeling represents a stand-alone system while its dynamic counterpart shows the changing behavior 
of the business system.  
 
UML benefits software developers by improving communication among projects teams and visualization of 
the complex system [1]. This study state in some ways in which UML is abused and also make a review of 
the basic UML diagrams. 
 

2 About Unified Modeling Language (UML) 
 
Most people refer to the Unified Modeling Language as UML. The UML is an international industry 
standard graphical notation for describing software analysis and designs. When a standardized notation is 
used, there is little room for misinterpretation and ambiguity [2]. However, due to different versions and 
notations of UML diagrams, a variety of modeling tools in conjunction with the changing complex business 
world in software programming has made the idea of Standardization elusive. Though, standardization is 
striving to provide an efficient communication which proves the assertion that “a picture is worth a thousand 
words”.  
 
In UML 2, two basic categories of diagrams exist. There are, structure diagrams and behavior diagrams. 
Every UML diagram belongs to one these two diagram categories. The structure diagrams show the static 
structure of the system being modeled. They include the class, component, and object diagrams. Behavioral 
diagrams, on the other hand, show the dynamic behavior between the objects in the system, including their 
methods, collaborations, and activities [3]. 
 
It worth mentioning that UML is not designed for a specific and limited uses rather it is tool for sketching 
class diagrams in java and other objects oriented programs. Also believe to be the prototype language of next 
generation [4]. 
  
The applicability of UML to all phases of software development life cycle makes it a subject of abuse. This 
is due to the fact that most software developers lack methodologies, understanding, practical experience and 
modeling tools to communicate exactly user requirement to programmers.  
 

3 Abuse of UML Diagrams 
 
The ability of a developer to communicate his intention through UML diagrams to the user is one of the 
main focuses of software modeling. But the concept has been abuse in so many ways especially by voodoo 
developers who lack training in software development and perhaps UML diagrams. To them, every object is 
important and must be modeled even though; it plays no role in the system. This result in software artifact 
having too many UML diagrams that are not actually implementable during coding [5].  
 
Following the claim for universality of UML makes it possible to be applicable to all stages of software 
development (analysis, design, and implementation). Most software developers abuse these diagrams by not 
clearly bringing out which of the diagram represent   behavioral or static process. Also, some developers mix 
up interpretation of diagrams. This is due to the fact that assumptions base on manipulating a system are not 
imbedded in the UML drawings during t design. 
 
Also, the ambiguity of developers drawing diagrams that can be interpreted in many different ways also 
gives room for abuse. These may be due to the fact that they don’t understand the logic flow of the system 
being model or the system requirements.  
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User Booking Clerk 

Furthermore, due to the complex nature of some systems, it may not be possible to capture all the sub-
system of a system even though there is room for extended diagrams. These makes developers make use of 
other diagrams that are not part of UML to further model their scenarios which fail to communicate the users 
required intentions. These could also be termed abuse of UML be structural decomposition. 
 
Another abuse of UML diagrams is by abstraction. In as much as abstraction is good and encourage 
especially in object oriented programing, it leads to trouble when drawing UML diagram to represent 
abstracted scenarios. Most developers are unable to come up with UML diagram to depict exactly how 
abstraction is done. This is due to the fact that, abstraction goes beyond level of their comprehension. 
Because of the abuse of UML diagrams, some of the major ones are review below. 
 

4 Use Case Diagram 
 
A Use case model is a representation of sequence of transactions initiated by the user (actor) from outside 
the system [2]. In this process, the transaction uses internal objects to take the transaction to completion. Use 
case defines and describes what happens in the system in logical order. They represent the flows of events 
that the user triggers.  
 
It is not necessary that the user be a human being. It could be an external hardware like barcode reader, a 
card-swiping machine or any other system with an interface. Users can be of the same kind, type, role and 
responsibility performing the same use case. 
 
By standard, a use case is modeled by: 
  

 Boundary or frame 
 Line of communication of participatory association between actor(s) and the use case 
 Transaction steps 
 Generalization among use case. 

 
A use case may begin with a precondition or no precondition. It concludes with the achievement of a specific 
goal. 
 

4.1 Use Case Scenario 
 
Shown in Fig. 1 is a use case scenario on how actors are involved in obtaining a ticket from a train ticket 
booking clerk. 
 

 
 

Fig. 1. A use diagram showing how a ticket can be obtained at the counter by a customer in a railway 
ticket office 

Railway Ticket Counter 

Request for Ticket 

Pays Money 

Count Money 

Issue Ticket
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Though use case is drawn as illustrated in Fig. 1, a lot needs to be said to make use case diagrams more 
useful to the developer. They need to be written in standard format and documented properly for use in 
development. In fact, this use case document is an important voluminous document, referred to very often 
for an understanding of the system because they give detail of a scenario.  
 

4.2 Benefits of Use case-Driven Development to Developers 
 
Use case describes the scenario in terms of transactions, users and system performance. It is based on the 
user tasks and explains user activities in the natural English language. In addition to the aforementioned, use 
cases help to: 
 

 Define the scope of the use case, use cases and applications and system. 
 Measure the size of the software development projects in a number of use cases. 
 Tract and monitor progress of the development in terms of use cases. 
 Validate the requirement of the system as told by the user. 
 Design test cases by each use case to ensure completeness. 
 Ensure complete system documentation, as all use cases are included with model, design and 

details. 
 Reduce the user’s need for training and hand-holding in learning to operate the system. 
 Reduce time for system maintenance. 
 Obtain user’s fast acceptance of the system. 

 
Though use cases does not solve all problems of system development. It should not be taken as a panacea for 
all issues. 
  

5 Diagram 
 
Class diagrams are used in both analysis and design phases of a software life development cycle [2]. During 
analysis phase, a very high-level conceptual design is created. At this time, a class diagram might be created 
with only class names shown or possibly some pseudo code-like phrases may be added to describe the 
responsibilities of the class. The class diagram created during analysis phase is used to describe the classes 
and relationships in the problem domain, but it does not suggest how the system is implemented. By the end 
of the design phase, a class diagram that describes how the system is implemented is developed. The class 
diagram created after the design phase has detailed implementation information, including the class names, 
methods and attributes of the classes, and the relationships among classes as shown in Fig. 2. 
 
Class diagram describes the types of objects in a system and the various kinds of static relationships that 
exist among them [6]. In UML, a class is represented by a rectangle with one or more horizontal 
compartments. The upper compartment holds the name of the class. The name of the class is the only 
required field in a class diagram. By convention, the class name starts with a capital letter. The (optional) 
center compartment of the class rectangle holds the list of the class attributes/data members, and the 
(optional) lower compartment holds the list of operations/methods. 
 

 
 

 

Fig. 2. Class diagram for a class name flight 

Flight 
 
Flight number: Integer 
Departure time: Date 
Flight duration: Minutes 
 
Delay flight (number of minute: int): Date 
Get arrival time (): Date 
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In Fig. 2, the class name is Flight, with three attributes and their types: flight Number with its type as 
integer, departure Time with its type as Date and finally, flight Duration with its type as Minutes. 
 

6 Behavior Diagrams 
 
Most software systems consist of sub systems that interact with each other to produce the desired result [1]. 
It therefore becomes necessary to model the behavior of objects in association with other objects in the 
system. When a system performs in real time, many objects come into play. They send massages to each 
other and activate the methods in the object. When a method is chosen and performed on the data, the 
objects status changes. The static objects assume a dynamic state. A state of the objects is the result of its 
behavior, which changes dynamically. UML diagrams showing the behavior of objects are called Behavior 
Diagrams. The most important and common ones are: 
 

 Interaction diagrams (sequence and collaboration diagrams) 
 State chart diagrams 
 Activity diagrams 

 

6.1 Interaction Diagrams 

 
The purpose of an interaction diagram is to understand the role of other objects that are in collaboration with 
the objects in question. Object behavior can be better understood in software modeling if the sequence of 
interaction between objects and collaboration between them is analyzed [1]. Two special UML diagrams to 
analyzed interaction behavior of objects are sequence and collaboration diagrams. 
 

6.1.1 Sequence diagram 
 
Sequence diagrams indicate how events cause transaction from objects to objects [7]. Once events have been 
identified by examining a use case, the modeler creates a sequence diagram representation of how events 
flow from one object to another as a function of time. In essence, a sequence diagram as drawn in Fig. 3 can 
be seen as a shorthand version of a use case. It represents a key class and events that cause behavior to flow 
from class to class. 
 

A sequence diagram uses the following notations: A rectangle shows objects that participate in the behavior. 
Existence of the objects in the behavior is shown by a vertical dotted line. The horizontal arrowhead line 
shows massage ‘from-to’ massages. The horizontal lines are arranged in the sequence of their occurrence. 
 

 
 
 
 
                                                      Car switch on 
                                                     
                                                         No respond 
                                                 
                                                    Car switch again 
 
                                                   
                                                                                  
                                                                                   Send thrust to engine 
 
                                                   
                                         

                                                 Engine start running 
 

Fig. 3. Sequence diagram of a use case ‘starting a car’ 

Starter Driver Engine 
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6.1.2 Collaboration diagram 
 
Unlike the sequence diagram which show the task or activity sequence but do not show the relationship 
between objects through the roles that they play in the interaction. Collaboration diagram as shown in Fig. 4 
indicates the objects that collaborate to perform the role based on the massage received.  
 
Both sequence and collaboration diagrams are alternatives to each other. The sequences diagram is easier to 
understand but does not show the flow of behavior and collaboration of objects. Collaboration shows both 
collaboration and sequence of activities. Sequence diagram are also easy to read. The collaboration diagram 
shows the interaction between objects and sequence of activities denoted by numbers.  
 
                                               Object 
                                                 
                                             

                                 1. Car switch on 
                                                                                                 2. No response  
                                                
 
                                 3. Car switch again 
                                  
                                 4. Send thrust to Engine 
 
                                                   
                                 5. Engine start 
 

Fig. 4. A collaboration diagram for starting a car 
 
The main disadvantages of interaction diagram are that in complex interaction, with couple of objects, the 
diagrams are difficult to draw and read. Also interaction diagram are not good enough if the behavior of the 
object is conditional and gets into loop. 
 

7 State Chart Diagram 
 
A state diagram is one method for representing the behavior of system by depicting its state and the events 
that cause the system to change state. A state is any observable mode of behavior. In addition, the state 
diagram indicates what actions are taken as a consequence of a particular event. The advantage of the state 
chart diagram is that it provides an understanding of the process and algorithm used in the method. 
 
A state chart diagram as shown in Fig. 5 has state at every point in time. An entry event is performed on 
entering the object state. An exit event is performed on exit from the object state. Transition indicates the 
relationship and the difference between two objects states caused by events. Transition can be simple or 
complex. A final state is shown by the terminal symbol. 
 
As shown in Fig. 5, the object gate moves from the state open to close to red light and back to gate reopen 
state. These states are triggered by events like bell ring, red light on and bell stops ringing. 
 

8 Activity Diagram 
 
An activity diagram is concern with activities and actions that drives events or that change the object from 
one state to another. Similar to the flow chart, it provides a flow of interaction with specific scenario. An 
activity diagram as depicted in Fig. 6 uses rounded rectangle to imply specific system function, arrows to 
represent flow through the system, decision diamonds to depict branching decision and solid horizontal lines 
to indicate that parallel activities are occurring. 

Driver 

Starter 

Engine 
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Fig. 5. State chart diagram showing gate operation at a railway crossing 
 

 
 

Fig. 6. Activity diagram processing an order to deliver some goods 
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9 Implementation Diagrams 
 
There are two types of implementation diagrams, a component diagram to show the structure of the code, 
and deployment diagram to show the structure of the runtime system.  
 

9.1 Component Diagram 
 
A component diagram (see Fig. 7) is a graphical model of the design’s components connected by 
dependency relationships. A component is shown by a box and dependency by dotted line. 
 

 
 
Fig. 7. A component diagram indicating an access component depending on the GUI component to be 

updated 
 
9.2 Deployment Diagram 
 
Deployment diagrams show runtime configuration of the system on the customer’s environment. A 
deployment diagram is shown in Fig. 8. 
 

 
 

Fig. 8. Deployment diagram of the of the component diagram in figure 
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10 Future Work 
 
Modeling of software is beyond drawing of UML diagrams alone. UML diagrams most depict and translate 
to the user’s requirement. How these relationships are possible need to be shown in future work. Also based 
on experience in the software industry, there exists other ways in which UML diagrams are abuse. The study 
will in the future interview software developers to uncover other ways that UML are abuse. 
 

11 Conclusion 
 
Standardization is a good practice in everything we do in life. It therefore means that using standard UML 
diagrams will help improve software development because of easy understanding between developers. Also, 
understanding the abstraction nature of program logic is necessary in drawing UML diagrams. Furthermore, 
training of software developers who are not conversant with the use of UML aided design tools is necessary. 
It can be conveniently concluded that good UML diagrams aid a good software development and this can be 
achieve if modeling of any system using UML design is done in an understandable and transparent way such 
that every developer can easily understand the UML diagrams. 
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